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Foreword
James Coplien

It was great re-discovering through this book just how much of a nerd I
am. Roy’s descriptions and exercises painted amazing pictures in my head
of the internal workings of my own Nokia S60 phone, to the extent that I
unearthed new and useful menus previously invisible to me. While I can’t
promise that every casual reader will find this book suitable as a user’s
guide, and while I can’t promise that every programmer will become an
expert user of their own handset by reading the chapters that follow, I can
promise the intent programmer a treasure chest of knowledge not only
for understanding what goes on inside your phone but also for changing
what goes on inside your phone.

Java ME on Symbian OS is a title that sounds like nerd’s heaven – and
it is (though it’s more than that, as I’ll come back to below). Though
the title bears two trade names, the meat of the book proudly displays
its inclusiveness across the market: Sun, Symbian, Nokia, Samsung, LG,
Sony-Ericsson, Motorola . . . It’s the ultimate mash-up. This is a book less
about niche technologies than about a broad phenomenon. It isn’t only
a technological phenomenon but a sociological one; if you don’t view it
that way today, I believe that vision is rapidly approaching tomorrow.

To the everyday programmer, I think this book will open a new
world of wonder, as history has similarly favored our industry several
times in the past. Twenty years ago, someone would have thought
you to be drunk if you asked him to take a picture of you with his
phone. Today we have lost touch with photographic film and, to a large
degree, with those ancillary devices called cameras. We used to have a
shelf-full of gadgets for voice dictation on the run, digital photography,
calendar management, and, yes, even communication – all of which are
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converging on single small, convenient computers that are the brain-
grand-grand-grand-grand-children of Alexander Graham Bell. And those
boxes need software – software such as you will find in this book, along
with guidance for bringing it to life.

It was inevitable that the evolution of consumer programming should
turn to the telephone. I remember the visions of unification of computers
and telephones in the minds of people such as Jerry Johnson back in
Bell Lab in the 1970s. We can now look back at the past 20 years and
conclude that computers’ primary contribution to society has been not
as calculating engines in their own right, but as tiny points on an almost
fully-connected network that ties together most computers in the world.
The phone network is more than just a metaphor for the worldwide web:
it is often its backbone. As the pundits predicted, the intelligence has
evolved out of the network into its periphery, out of its bowels and into
its eyes, ears, and fingers.

The intelligence hasn’t stopped at phones. Next year, Nokia and RWE
are expected to market a box that extends the phone network to control
heating, window shades, and home security cameras. The possibilities are
endless. Programmable phones will replace not only cameras and small
dictation machines, but will reach ever further into both our immediate
and physically remote realities. They have already made a significant
foray into the video game space, taking advantage of advancing display
technology, complementing our newfound connections with reality with
newfound escapes into fantasy. In the not so distant future, these two
worlds may blend and merge. Whereas yesterday’s play was a personal
Tamagotchi and today’s play includes multiple Tamagotchis talking via
an infrared Tamacom protocol, tomorrow will see our phones as a
Tamagotchi interface whereby we feed or clean up after the flesh-and-
blood Fido back home – all with a sequence of a few DTMF tones.

Roy’s book takes us on a journey into a land that is more than
just nerd heaven. The history of computing has drawn more and more
everyday folk into programming. This trend sits squarely in the center
of the vision of people such as Alan Kay and Adele Goldberg: that
computers should be the sidekicks of human beings from early life,
enabling children of all ages to extend their memory and processing
power by manufactured, rather than biological, means. This vision of a
Dynabook – a truly personal computer, an extension of self – includes
information tethered to the outside world as one of its central building
blocks. Because my Dynabook is part of me, I get to program it. Today,
that programming means setting a date on my calendar or setting an
alarm for a meeting. Those humble acts may not entail using Java, but
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it’s still programming: as Dan Barstow used to say, ”No matter how
high-level, it’s still programming.” To me, as a C++ programmer, Java
looks almost like a scripting language. And that’s not even an insult.
Java has perhaps finally realized its vision of ubiquitous expression of
general-purpose computation that is portable and intelligible enough that
Everyperson can at least tweak the code. I know that such æsthetics
are difficult to judge from the seat of a professional programmer, but
we can at least say that Java code provides a glimpse of such a world.
Perhaps even my neighbor, the real-estate salesman, could read some of
the code in this book and understand it well enough to play with it. Or
my dentist. Or my banker. None of them are professional programmers.
But each has a computer on his or her desk: a machine which 40 years
ago would have terrified most secretaries, and which still terrifies some
executives today. Machine creatures inhabit more and more of the human
ecosystem.

It’s interesting to note that such programmability has played out not in
desktop phones (yes, they still exist) but in hand-held portable phones.
Why? Perhaps it is because only personal cellular phones are close
enough to our heart – or some other part of our anatomy – to truly be part
of Self. It was a revolution when people who bought the early Ataris and
Amigas discovered that they could actually program them themselves. We
are perhaps on the threshold of a revolution that unleashes more powerful
programming into the hands of what will be over one billion owners of
Symbian OS phones in two or three years. Even if great programmers arise
from only one in a million of these users of small-handheld computers
that take pictures, play games, and even place phone calls, it will be
enough to move the world.

This book, as a nerd’s text, is nonetheless a bold foray into Dynabook
territory. If nothing else, it will make you realize that if you own a
regular personal computer and a mobile phone, that it’s within your
reach – today – to write software that can be an at-hand extension of
yourself any time, anywhere. It is perhaps one small step on the road to a
future vision of even further integration between man and machine. Such
integration must go forward with intense ethical scrutiny and social care;
if we choose such a path, machines can make us even more human,
humane, and social than we are today.

I leave you with a poem which, when published, was wrongly
attributed to me alone. It was written by the attendees at VikingPLoP
2004 as we took the human–computer symbiosis to its limit. Think of
Java ME on Symbian OS as an important step on this journey. Nerds,
children of all ages, and everybody out there: Happy Programming!
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Comfortable as blue jeans

She fits.
Part of me, yet not me;
Unplugged: oxygen is her food
And the breeze her power adaptor.

Her identity mine, yet not me:
I put her down, I take her up
like a well-worn wallet plump
with life’s means and memories.

A thin mask worn in life’s play
And both of us are players.

I call her Self; she does not call me User
A curse unique to programmers and other pushers.
I and my computer are one
But we own each other not.

Envision this: my new machine, a soulmate,
With whom I talk in whispers unencumbered by flesh and bone
Software begotten, not made
Of one being with its person.
She hears my voice, and perhaps my thoughts
rather than the drumming of my fingers
that burdened her forebears:
35 calcium levers linking brain to digits,
slow and tired machines of the information age.
Now, mind to mind,
there for tea and sympathy
all day, and our night
minds together process the day,
sharing dreams – yet
She slumbers not, nor sleeps.

An invisible mask the birthright of all humanity;
Her software penned by

My soul
And like my soul, her hardware
Im-mortal, invisible

Us together wise.
Transparent personæ mine, yet not me,
That with me loves, and lives, and walks life’s journey –
A path both real and virtual at once

as only a True and rich life is.
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With me she dies
– our immortality inscribed in

the fabric of the network.
No duality of community here

and Internet there –
The Network is the Com-

munity:

One Web of life.

Jim Coplien
Mørdrup, Denmark

2 July 2008
en.wikipedia.org/wiki/James O. Coplien





Kicking Butt with Java Technology on
Symbian OS

Mobile phones have changed the lives of billions of people and it’s
clear that the revolution is just beginning. The quickly evolving world
of mobile technologies is an exciting place for developers to create new
applications to connect people and information.

Java technology has enjoyed dizzying success in just under a decade
in the mobile phone industry. As I write, more than 2.1 billion Java
technology devices are deployed worldwide. At the same time, Symbian
OS dominates the fast-growing smartphone market (with approximately
70%). This book is about the confluence of these two technologies and
how to create your own powerful mobile applications.

Now is a great time to be a mobile developer. You can help shape
the coming landscape of advanced mobile applications by harnessing the
power of both Java technology and Symbian OS. Learn the technologies,
let your imagination run free, and have fun!

Jonathan Knudsen
jonathanknudsen.com

Author of Kicking Butt with MIDP and MSA





About This Book

In 2001, Symbian published its first book devoted to Java on Symbian
OS. Jonathan Allin’s Wireless Java for Symbian Devices provided an
in-depth exposition targeted at programming PersonalJava on Symbian
OS. In 2004, Martin de Jode’s Programming Java 2 Micro Edition on
Symbian OS focused on programming MIDP, particularly MIDP 2.0 on
Symbian OS. This book is the third in the series and there is no longer a
need to explain what Java is. Therefore, the primary goal of this book is
not to teach Java programming but to introduce you specifically to Java
Platform, Micro Edition (Java ME) on Symbian OS.

This book covers various topics from different perspectives. Our
approach has been to start with the basics and prerequisites that are
assumed in the rest of the book, then zoom into Java ME on Symbian
OS specifically and then out again to discuss a few key areas of Java ME
development today. We finish the book by delving deep down to expose
what’s happening ’under the hood’.

The book logically divides into four main parts:

1. Introduction to Java ME and programming fundamentals

In Chapter 1, we describe the playground of Java ME on Symbian
OS. It is recommended reading if you are not familiar with Java
ME, Symbian OS or the smartphone industry. Chapter 2 is targeted
at developers with no experience in Java ME. It sets the baseline
information that is a prerequisite for reading the rest of the book,
which assumes a certain level of knowledge of Java programming
and, specifically, Java ME. Chapter 2 deals with the basic concepts
of a MIDlet, LCDUI, MMAPI, and so on.
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2. Java ME on Symbian OS

Part 2 assumes you are familiar with Java ME but are interested
in learning about the Java ME platform hosted on Symbian OS.
Chapter 3 explains what makes Java ME on Symbian OS different
from other Java ME platforms; what makes it more powerful; and
what else is unique to Symbian smartphones. Chapter 4 provides
guidelines on how to handle differences between different Symbian
smartphones. Chapter 5 provides an overview of development SDKs
for Java ME on Symbian OS.

3. Drill down into MSA, DoJa and MIDP game development

Part 3 expands the discussion into various key areas of Java ME
development. We show how to leverage the power of MSA, give
an introduction to how Java evolved very differently in the Japanese
market, provide a glimpse of games development and equip you with
best practices for your next application.

4. Under the hood of Java ME

In Part 4, we reveal information that has rarely been exposed before.
Chapter 10 explains the internal architecture of the Java ME subsys-
tem as a Symbian OS component and Chapter 11 explains how Java
ME on Symbian OS is tightly integrated with the native services.

Appendix A introduces WidSets which is a run-time environment that
makes use of the Java language and the Java ME platform. Appendix B
introduces SNAP Mobile for game developers.

This book contains a number of web addresses. If any of them are bro-
ken, please consult the wiki page for this book at developer.symbian.com/
javameonsymbianos to find the updated location.

We welcome beginners and professionals, third-party application
developers and OEM developers working inside Symbian OS. Whether
you’re just starting out in the exciting world of mobile development, want
to learn Java ME or just like reading interesting stuff, this book is a mix of
different topics that combine in the same way as a dish full of spices.
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Part One
Introduction to Java ME and
Programming Fundamentals





1
Introduction to Java ME, Symbian OS

and Smartphones

Symbian OS is the operating system that powers more than 70% of
smartphones worldwide. In addition to providing one of the industry’s
most powerful native platforms for after-market applications, Symbian OS
pushes the boundary further by allowing third-party software developers
to work with a wide variety of mobile technologies including Symbian
C++, Flash Lite, Python, POSIX-compliant C and, of course, Java ME – the
focus of this book.

The Symbian OS ecosystem has flourished over the last decade and,
like any success story, is made up of many parts. Handset manufacturers,
such as Nokia, use Symbian OS as the foundation stone of their user-
interface platforms. In Japan alone, Symbian OS powers over 30 million
phones that use NTT DoCoMo’s MOAP platform. The latest version,
Symbian OS v9, is used in almost all of Nokia’s famous Nseries (feature-
focused) and Eseries (business-focused) devices.

In this chapter, we explore the Java Platform, Micro Edition (Java ME)
technologies and see how they are uniquely positioned to address the
on-going mobile phone software revolution. We start with a look at
recent history, follow with a brief discussion of the Java language itself,
the composition of Java ME and the benefits it inherits from Symbian OS.
Finally, we wrap up with a look at the mobile phone market and get a
glimpse of what the future holds.

1.1 2003: Rise of the Mobile

One of the problems with turning points in history is that they’re often
only apparent in retrospect. Don’t expect to see Monday 16 June 2003
in any documentary about days that changed the world because it’s
not there – I checked. However, by the end of that day, a startling new
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concept in mobile device hardware had been released, ushering in an
era of exponential progress in mobile computing.

On that rather special Monday, Nokia released a completely new type
of mobile phone. The Nokia 6600 was the most advanced mobile phone
anyone had seen, and it is still remembered today as a clear indication
of where the future was headed. It had a large, 16-bit color screen,
a four-way joystick for navigation and games, and a VGA, 640 × 480
camera for video recording and photography. The phone was a 2.5 G,
Internet-enabled GPRS phone running Symbian OS v7.0 s with 6 MB of
memory for storage, 3 MB RAM and had Bluetooth wireless technology
connectivity. It was also easy to use and looked great at the time (it looks
like a bit of brick today, as you can see from Figure 1.1).

Figure 1.1 Nokia 6600

This new device was clearly going to cause quite a stir, so the
Nokia marketing team came up with a special phrase just for the
launch – something that was prophetic and sounded really cool: Image is
Power.

Less important at the time but far more relevant to us today, the Nokia
6600 was the first mobile phone to come with the very latest in Java
technology – the Mobile Information Device Profile (MIDP) 2.0, which
had recently been finalized. Java ME was already dominating the mobile
software market; it was about to take a huge leap forward and the Nokia
6600 was the springboard. Even today, I keep my Nokia 6600 in a special
place and consider it with reverence.

In 2003, while the rest of the software industry was dragging itself out
of the Dot-com Bust, the constrained-device development sector was at
the start of a vertical rise. Hundreds of business applications had already
been written and shipped in expectation of an amazing shift in the way
people did business. The momentum for mobile hardware and software
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built over the years following the release of the Psion Organiser 1 in
1984 and, by 2003, millions of portable information devices had sold
around the world. These included pagers, iPods and generic MP3 players,
personal organizers (both the original handheld computers and the latest
PDAs), Game & Watch1 devices and, of course, mobile phones.

People were getting busier and more ‘connected’. Business was becom-
ing more demanding, requiring decisions faster, for higher stakes, and
24 hours per day. It was an exciting time and mobile technology, it
seemed, had all the answers. Except that it didn’t work out that way.

What the oracles didn’t predict was that while there would be a
worldwide explosion in the use of mobile phones, they would largely be
used to send text messages, buy ringtones and wallpapers, and take photos
or video. People didn’t buy them to do business after all. They bought
them as personal statements and as fashion accessories. They bought
them as a convenient communications device. They also bought games.
Quite a lot of games, actually. Thousands of titles were developed and
sold directly to the public or shipped on devices. The market for mobile
phone games quadrupled between 2002 and 2003 and it is estimated that
over 50 million phones that allow after-market game installation were
shipped in 2002 alone.

Fast forward five years to 2007 and there are nearly three billion mobile
phone subscribers worldwide.2 The mobile phone has now become the
personal information accessory of choice – everyone is ‘texting’ using
appalling new pseudo-grammars (wch is gr8 if u cn do it), crowded buses
sound like call centers, the mobile games market has exploded into the
public eye with huge titles, such as The Sims 2,3 and in many parts of
the world a new kind of digital life has emerged and become the norm.
The newest devices are a far cry from the Nokia 6600. January 2007 saw
the iPhone launched into the marketplace, followed closely by the Nokia
N95 in March of the same year with the slogan ‘It’s what computers have
become‘. In October 2008, the T-Mobile G1 became the first smartphone
to use the Android platform. Clearly innovation and demand caused
many changes in just those five years!

Let’s look at some of the figures to put this into perspective – in 2007,
mobile handset annual sales exceeded 1 billion units for the first time.
That means that more than 2.7 million phones were sold each day.
Moreover, sales of Nokia handsets alone in 2007 were larger than the
entire industry in 2001 and 2002! Figure 1.2 charts annual sales and
shows how the market almost tripled over a six-year period, with an
annual growth rate of nearly 20%.

1 If you missed the 1980s, find out about the Game & Watch craze at en.wikipedia.
org/wiki/Game %26 Watch

2 Global cell phone penetration reached 50% in November 2007, according to
www.reuters.com/article/technologyNews/idUSL2917209520071129

3 www.thesims2.com



6 INTRODUCTION TO JAVA ME, SYMBIAN OS AND SMARTPHONES

1998 1999 2000 2001 2002 2003 2004 2005 2006 2007
00

200,000

S
ales (000s)

400,000

600,000

800,000

1,000,000

1,200,000

Nokia Motorola Siemens Samsung Sony Ericsson LG Others

Figure 1.2 Annual number of devices sold4

Add five more years and it is 2012. At current growth rates, it is
estimated that smartphones will comprise nearly 30% of the market
(compared to 10% in 2007) and that subscriber levels worldwide will
reach 3.5 billion. Just think about that number – we can’t really conceive
figures like this in our minds, but this is a really big market. Eight out
of ten devices support some form of Java-based technology – quite an
opportunity for the budding technically-minded entrepreneur. If you sell
every thousandth person a $1 Java ME MIDlet, pretty soon you’ll have
made over $3 million – job done, time to retire.

1.2 2008: Mobile Generation

Our world has changed. Like all great upheavals, the ‘rise of the mobile’
has had both positive and negative effects on us. As a society, we’re
irrevocably addicted to our information devices now. Everywhere we look
we see iPod MP3 players, Tom-Tom personal navigation devices, mass-
market feature phones, smartphones, managers who can’t get off their
Blackberries, people talking while walking, people setting up meetings,
messaging, listening to music, reading, using devices for entertainment,
organization, romance, learning. It goes on and on.

Mobile information devices are the instruments of an unprecedented
wave of fundamental social change. The very basis upon which we inter-
act with each other has suddenly changed without notice and the results
are not necessarily all good. SMS bullying is on the rise; onboard cameras
have changed our expectations of personal privacy; train carriages are

4 java.sun.com/developer/technicalArticles/javame/mobilemarket
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like mobile offices; and I’ve yet to go to a funeral where someone’s mobile
doesn’t ring during the eulogy. It’s fashionable to talk about people being
more ‘connected’, as I did above, but a world full of people with iPods
and earphones can feel like an increasingly isolated one. Even our basic
standards of interaction are affected – people think nothing of sending
text messages while talking to you and the legalities involved with using
evidence from mobile phones are still being ironed out.

On the positive side though, the plethora of lifestyle applications and
services available on mobile phones now definitely makes life a lot more
interesting. GPS and navigation applications make it hard to get lost in
most places in the world and you can send goodnight kisses to your kids
via MMS from wherever you end up! Messaging is by nature asynchronous
so you don’t have to deal with inter-personal communication immediately
any more, which allows you to manage your time better. And if you have
a two-hour train trip to work why not listen to a podcast on some topic of
interest instead of reading the newspaper?

I was thinking the other day about the phrase ‘Information is power’
and about mobile phones, games, Symbian OS, business applications,
Nokia, the future, mobile phones (again), robots, Linux and just general
technology. As sometimes happens, I had an acronym attack and real-
ized that information is indeed POWER because it affords us Pleasure,
Opportunity, Wealth, Experience and Reputation. To me, this acronym
spells out five very good reasons to start learning Java ME today. If you’re
not yet convinced, stick with me, since the rest of this chapter, and
the book, considers the use of Java technology, specifically the Java ME
platform, as the candidate to address the growing hardware diversity and
the challenges of the future.

1.3 Meet the Host – Symbian OS

Symbian OS is a market-leading, open operating system for mobile
phones. Cumulative sales of Symbian smartphones reached 226 million
units worldwide in June 2008. By the end of that month, more than 250
different models of smartphone had been created by handset manufactur-
ers licensing Symbian OS; eight handset vendors, including the world’s
five leading vendors, were shipping 159 mobile phone models.5

On 24 June 2008, the Symbian Foundation was announced6 and,
at the time of writing, it is on track to create an open and complete
mobile software platform, which will be available for free, enabling
the whole mobile ecosystem to accelerate innovation. The Symbian
Foundation provides, manages and unifies Symbian OS, S60, MOAP(S)
and UIQ for its members. It is committed to moving the platform

5 www.symbian.com/about/fast.asp
6 www.symbian.com/news/pr/2008/pr200810018.asp
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to open source within two years of the Foundation’s announcement.
See www.symbianfoundation.org for more information.

There have been many operating systems available over the last
decade – so what is it about Symbian OS that has enabled it to stay so far
ahead of the competition? The design of Symbian OS is highly modular,
which means that it is constructed from well-defined, discrete parts. Most
Symbian OS components expose a Symbian C++ API7 and a large number
of these APIs are available to third-party application developers.

At a high level, Symbian OS can be thought of as a layered model, with
a flexible architecture that allows different UI layers to run as platforms
on top of the core operating system. That is, Symbian OS provides a
framework that supplies a common core to enable custom components
to be developed on top of it. The generic UI framework of Symbian
OS supplies the common behavior of the UI and supports extension
by licensees who define their own look and feel. For example, the S60
platform, supplied by Nokia, sits on top of Symbian OS. S60 is the world’s
most popular smartphone platform, and is currently used by Nokia, LG
and Samsung. Almost 180 million S60 devices had been shipped by S60
licensees by the end of June 2008.8

The power and configurable design of Symbian OS are the key con-
tributing factors to its success. Today, Symbian OS devices are being
sold in every market segment as you can see from the variety of
hardware shown in Figure 1.3. If you want to find out more about
Symbian and Symbian OS, there are a range of resources including books
from Symbian Press, available from developer.symbian.com/books, and
www.forum.nokia.com. If you are new to Symbian OS and interested in
a slightly more detailed overview about Symbian OS, a recommended
resource is the first chapter of [Babin 2007].9
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Figure 1.3 Symbian OS is everywhere

7 Symbian C++ is a dialect of C++ with idiomatic extensions.
8 www.forum.nokia.com/main/platforms/s60
9 The chapter can be downloaded from developer.symbian.com/main/documentation/

books/books files/dasos.
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1.4 What Is Java?

Let’s jump back to August 1998. The word ‘Java’ is synonymous with the
Internet in the public mind. The most common question at the time is
‘What is Java?’ If you can explain that then you have a job.

The company behind Java technology is Sun Microsystems, which was
founded in 1982 and today provides a diversity of software, systems,
services, and microelectronics that power everything from consumer
electronics, to developer tools and the world’s most powerful data centers.
Other than Java technology, the core brands include the Solaris operating
system, the MySQL database management system, StorageTek10 and the
UltraSPARC processor.

In the early 1990s, Sun formed the ‘Green Team’ whose job it was
to prepare for the future. One of the team members was James Gosling
(known as ‘the father of Java’). The aim was to create a software platform
that could run independently of the host platform – and the ‘Write Once
Run Anywhere’ mantra was created. By creating a controlled virtual
environment, or machine, software written on one hardware platform
could run unaltered on any other hardware platform.

The Java programming language was introduced by Sun Microsystems
in 1995 and is designed for use in the distributed environment of the
Internet. It was designed to have familiar notation, similar to C++, but
with greater simplicity. The Java programming language can be character-
ized by:

• Portability: Java applications are capable of executing on a variety of
hardware architectures and operating systems.

• Robustness: Unlike programs written in C++, Java instructions cannot
cause a system to ‘crash’.

• Security: Features were designed into the language and run-time
system.

• Object orientation: With the exception of primitive types, everything
in Java is an object in order to support the encapsulation and message-
passing paradigms of object-based software.

• Multithreading and synchronization: Java supports multithreading and
has synchronization primitives built into the language.

• Simplicity and familiarity: This is, of course, relative to C++. Don’t
imagine that Java can be learned in a day.

Java is a technology rather than just a programming language. It is a
collection of software products and specifications that provide a system

10 StorageTek is a tape-based storage solution from Sun. See www.sun.com/storagetek
for more information.
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for development and deployment of cross-platform applications. After
you’ve worked with Java technologies for a while, you’ll realize that
they’re also much more than that – they’re a way of thinking about
software systems and how they work together.

Java is an interpreted language. This means that program code (in
a .java source file) is compiled into a platform-independent set of
bytecodes (a .class file) instead of into machine-specific instructions
(which is what happens to a C program). These bytecodes are then
executed on any machine that hosts a Java platform, a software-only
platform that runs on top of a native platform (the combination of an
operating system and the underlying hardware). A Java platform is divided
into two components:

• The Java virtual machine (JVM) that executes the Java language
bytecode can be ported to various native platforms.

• The collection of Java APIs are ready-made software libraries that
provide programming capabilities.

Together, the JVM and the APIs form the Java platform which insulates
an application from the native platform.

This was a remarkable achievement but it was not achieved without
cost. Support for low-level power and fine-grained control was sacrificed,
as well as explicit memory management and pointers. It was almost
impossible to write Java software that would corrupt memory, but pro-
grammers couldn’t dispose of memory themselves (to the horror of many
there was a new keyword but no delete); instead it was handled auto-
matically by the run-time environment using the ‘garbage collector’. This
was part of the environment that monitored object references at run time
and would decide when to reclaim allocated memory on behalf of the
program.

Added to all of these new ideas was the ‘applet’. This probably had
the largest role in making Java a 1990s buzz word. Java applets are small
programs that can run inside a web browser. Code resides on a remote
server, is downloaded over the network and is executed locally inside a
‘sandbox’, restricting operations to those considered ‘safe’. At the same
time, class file verification and a well-defined security model introduced
a new level of software security.

Java applets had limited use and were quickly outdated by the rise of
Flash as a browser-based, client-side technology but applets had served
a special role in the Java world. They demonstrated the power of this
new language called Java, raised awareness of the Internet and helped
create a strong worldwide Java developer base that today numbers over
six million.

As time went on, Java moved to have more of a focus on desktop
applications and then server applications: suddenly, everyone was talking
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about Enterprise Java Beans. Following this was a big leap to smart cards
and the emerging market with the rise of mobile phones.

Sun quickly realized that while there were Java solutions for all of
these areas, no one set of technologies could adequately address all
requirements. It was at this point that Java was separated into the four
core technologies that we see in Figure 1.4.11
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Figure 1.4 Java technologies

The Java Platform, Micro Edition (Java ME) fork was created to address
the constrained-device market. Java Card is a separate technology that
has nothing to do with Java ME. These days, most mobile phones include
some kind of Java technology. Blackberries run a superset of Java ME,
extended with RIM libraries. Google’s Android platform uses a ‘Java-like’
platform and even Microsoft’s Windows Mobile and Pocket PC support
Java ME. Nokia’s Series 40 phones, which form the backbone of the
feature phone market, all have support for Java ME as do all phones
running Symbian OS.12

If you want to know more about the other Java technologies or learn
about the Java language, this is probably the wrong book for you. If that’s
what you want, then probably the best place to start learning about Java

11 Java ME consists of two ‘flavors’, which is why there are five groups in Figure 1.4.
12 Except for MOAP(S), which has DoJa; it is very similar to Java ME, but is not strictly the

same.
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is straight from the creator himself, James Gosling in [Arnold, Gosling
and Holmes 2005]. From this point on, we’re only going to talk about
ME – Java ME!

1.5 Java ME

Sun launched a research and development project called Spotless in the
1990s in order to produce a JVM that could run on devices with small
memory and power budgets, intermittent or non-existent connectivity,
limited graphical user interfaces, divergent file system concepts (if any)
and wildly varying operating systems. This could be anything from set-top
boxes to Internet phones, parking meters, digital TVs, vending machines,
automotive interfaces, electronic toys, personal organizers, household
appliances, pagers, PDAs, high-end smartphones and mass-market feature
phones.

The result of the project was the Kauai virtual machine (KVM). This
was a cut-down version of the JVM that required less than 10% of
the resources needed for the desktop standard edition of Java. This was
achieved by targeting the size of the virtual machine and its class libraries,
reducing the memory used during execution and by creating a pluggable
architecture that allowed sub-systems of the KVM to be tailored to specific
device architectures.

With such a diverse range of hardware targets, it was decided to
adopt a more flexible model for Java ME and the final result consisted of
three high-level components that together make a wide range of solutions
possible. Java ME consists of:

• configurations

• profiles

• optional packages.

We’ll look at each of these in detail shortly. In order to allow for future
expansion and new technologies, additions to the Java ME technologies
are managed through the Java Community Process13 in the form of Java
Specification Requests known as JSRs. Each JSR is reviewed by panels
of experts and public drafts allow a wide range of interested parties to
contribute to the process. JSRs are usually referred to by their name and
number; for example, JSR-82 is the specification request for the Bluetooth
API.

A lot of functionality had to be removed from the desktop Java Standard
Edition (Java SE) to make Java ME. For example, some things that are
missing include:

13 www.jcp.org
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• reflection

• thread groups and advanced thread control

• user-defined class loaders

• the Java native interface (JNI)

• automatic object finalization.

Compatibility played a large part in the design of Java ME. In order
to maintain as much compatibility with Java SE as possible, the Java
ME packages were divided into two logical groupings: those that were
specific to Java ME (packages whose names start with javax) and those
that were a subset of their Java SE counterparts which followed the same
package-naming convention.

One of the strongest features of the Java language is its security – both
at the application layer and within the virtual machine itself. The VM
security layer ensures that bytecodes are valid and safe to execute. This
works really well on servers and the desktop environment but not so
well on mobile phones with small processors and small power and
memory budgets. The solution was a hybrid approach using the concept
of pre-verification performed offline as part of the build process on the
development machine. Only after VM acceptance may the bytecodes
execute on the host hardware.

1.5.1 Configurations

Configurations define the lowest common denominator for a horizontal
category of devices that share similarities in terms of memory budgets,
processor power and network connectivity. A configuration is the spec-
ification of a JVM and a base set of necessary class libraries which
are primarily cut-down versions of their desktop counterparts. There are
currently only two configurations:

• The Connected Limited Device Configuration (CLDC) was aimed
specifically at mobile phones, two-way pagers and low-level PDAs.

• The Connected Device Configuration (CDC) was aimed at devices
with more memory, better network connectivity and faster processors.

We should be clear, however, that the CDC profile doesn’t really
have a role in the mobile phone space at this time. Although high-end
devices, such as Symbian OS phones, can accommodate a CDC-based
Java platform, the consumer market today is based on MIDP/CLDC
applications, so CDC is not within the scope of this book.
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Table 1.1 CLDC 1.1 Packages

Package Description

java.io Basic classes for I/O via data streams, Read-
ers and Writers

java.lang Reduced math library, threads and system
functionality, fundamental type classes

java.lang.ref Support for weak references which allows
you to hold a reference to an object even
though it is garbage collected

java.util The Vector and Hashtable classes, basic
date and calendar functionality and a
pseudo random number generator which
is great for games

javax.microedition.io CLDC specific interfaces and factories for
datagrams, connection stream etc. Imple-
mentation deferred to profiles.

So far there have been two versions of the CLDC,14 the latest being
CLDC 1.1. Most mobile phones shipped since 2003 contain version 1.1
of the CLDC. CLDC 1.1 (see Table 1.1) includes, amongst other updates,
support for floating-point operations with the introduction of the Float
and Double classes, thread naming and interrupts. The total minimum
memory requirement was also lifted from 160 KB to 192 KB.

While the discussion so far has focused on mobile phones, the CLDC
is not just for phones. As we’ll see in the following section, it forms the
foundation for a number of profiles that target completely different device
families.

1.5.2 Profiles

Profiles sit on top of a configuration and allow it to be adapted and
specialized for a particular class of devices in a vertical market such
as mobile phones. A profile effectively defines a contract between an
application and a set of devices of the same type, usually by including
class libraries that are far more domain-specific than those available in
any particular configuration.

Figure 1.5 shows the three profiles that currently extend the CLDC. The
Mobile Information Device Profile (MIDP) is most relevant to our work
here; the Information Module Profile15 (IMP) targets small devices that
may have no user interface at all, such as parking meters, call boxes, and

14 See the white paper at java.sun.com/j2me/docs/pdf/CLDC-HI whitepaper-February
2005.pdf .

15 java.sun.com/products/imp/index.jsp


